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foreword
Writing a book about Node.js is a challenging endeavor. It’s a relatively new platform,
just now attaining stability. The Node.js core continues to evolve, and the community
of user-created modules is exploding at a pace that no one can hope to keep track of.
The community is still finding its voice. The only way to catch such a moving target in
print is to get at the essence of what Node is, and why it has been succeeding as it has.
These Node.js veterans have done just that. Mike Cantelon is extremely active in the
Node community, experimenting with and speaking about Node. He has an excellent
grasp on what Node is good for, and perhaps more importantly, what it isn’t good for.
T.J. Holowaychuk is one of the most prolific authors of Node.js modules, including
the massively popular Express web framework. Nathan Rajlich, better known to many
as TooTallNate, has been a Node.js core committer for some time now and is an active
part of the development of the platform as it has matured into its current state.

 This book draws on their considerable experience, taking you from the very first
steps of installing Node.js on your computer all the way to creating, debugging, and
deploying production applications. You’ll learn what makes Node interesting and get
a glimpse into the authors’ combined understanding, so that the future directions the
Node project takes will make sense. Most importantly, the content ramps up nicely
from basic to advanced, building on prior learning at each stage.

 Node is an ascending rocket, and the authors have done a great job of bringing
you along for the ride. Think of Node.js in Action as the launching pad from which to
explore your own horizons.

ISAAC Z. SCHLUETER

NPM AUTHOR
xiii
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preface
In early 2011, when Manning approached us with the idea of writing a book on
Node.js, the state of the Node community was much different than it is now. The com-
munity was small and, despite the fact that Node was starting to attract a great deal of
interest, Node was still considered a bleeding-edge technology by the mainstream
development community. No books had yet been written about it, and although the
idea of writing a book was daunting, we decided to go for it.

 Given our respective development inclinations, we wanted to create a book that
not only focused on the use of Node for web application development, but also
explored other interesting potential uses. We wanted to provide a way for web applica-
tion developers using conventional technologies to harness Node’s vision of bringing
asynchronous development to the server.

 We’ve worked for more than two years on the book, and during its writing the tech-
nology has evolved, so we’ve updated the book accordingly. In addition to the technol-
ogy changing, the community has also evolved. It is now much larger, and many
established companies have embraced Node.

 For web application developers looking to try something different, this is a great
time to learn Node, and we hope our book helps you learn the technology quickly and
have fun doing so.
xv
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about this book
Node.js in Action’s primary purpose is to teach you to how to create and deploy Node
applications, with a focus on web applications. A considerable part of the book focuses
on the Express web application framework and the Connect middleware framework
because of their usefulness and community support. You’ll also learn how to create
automated tests for, and how to deploy, your applications.

 This book is targeted toward experienced web application developers who are
interested in creating responsive, scalable applications using Node.js.

 Because Node.js applications are written using JavaScript, a working knowledge of
the language is a prerequisite. Familiarity with the Windows, OS X, or Linux command
line is also recommended.

Roadmap
This book is organized into three parts.

 Part 1 provides an introduction to Node.js, teaching the fundamental techniques
needed to develop with it. Chapter 1 explains the characteristics of Node and steps
through some example code. Chapter 2 guides the reader through the creation of an
example application. Chapter 3 explains the challenges of Node.js development, pro-
vides techniques for overcoming them, and teaches ways to organize application code.

 Part 2 is the largest in the book and focuses on web application development.
Chapter 4 teaches the basics of creating Node-driven web applications, and chapter 5
talks about how to store application data using Node.

 Part 2 then continues into the world of web-related frameworks. Chapter 6 intro-
duces the Connect framework, explaining its benefits and how it works.  Chapter 7
xviii

teaches how various built-in Connect framework components can be used to add



ABOUT THIS BOOK xix

functionality to web applications. Chapters 8 provides an introduction to the Express
framework, and chapter 9 guides the reader through advanced Express usage.

 With the basics of web development covered, part 2 concludes after exploring two
more related topics. Chapter 10 guides the reader through the use of various Node
testing frameworks. Chapter 11 then teaches how templating can be used in Node
web applications to separate presentation of data from logic.

 Part 3 moves on to look at things beyond web development that can be done with
Node. Chapter 12 talks about how Node applications can be deployed to production
servers, how uptime can be maintained, and how performance can be maximized.
Chapter 13 explains how non-HTTP applications can be created, how to use the
Socket.io framework to create real-time applications, and the use of a number of handy
build-in Node APIs. Chapter 14, the final chapter, discusses how the Node community
works and how Node creations can be published using the Node Package Manager.

Code conventions and downloads
The code in this book follows common JavaScript conventions. Spaces, rather than
tabs, are used for indentation. Lines longer than 80 characters are avoided. In many
listings, the code is annotated to point out key concepts.

  A single statement per line is used and semicolons are added at the end of simple
statements. For blocks of code, where one or more statements are enclosed in curly
braces, the left curly brace is placed at the end of the opening line of the block. The
right curly brace is indented so it’s vertically aligned with the opening line of the
block.

 Source code for the examples in this book is available for download from the pub-
lisher’s website at www.manning.com/Node.jsinAction.

Author Online
Purchase of Node.js in Action includes free access to a private web forum run by Man-
ning Publications where you can make comments about the book, ask technical ques-
tions, and receive help from the authors and from other users. To access the forum
and subscribe to it, point your web browser to www.manning.com/Node.jsinAction.
This page provides information on how to get on the forum once you’re registered,
what kind of help is available, and the rules of conduct on the forum.

 Manning’s commitment to our readers is to provide a venue where a meaningful
dialog between individual readers and between readers and the authors can take
place. It’s not a commitment to any specific amount of participation on the part of the
authors, whose contribution to the forum remains voluntary (and unpaid). We sug-
gest you try asking the authors some challenging questions lest their interest stray!

 The Author Online forum and the archives of previous discussions will be accessi-
ble from the publisher’s website as long as the book is in print.

www.manning.com/Node.jsinAction
www.manning.com/Node.jsinAction
http://www.manning.com/makingJavaGroovy
http://www.manning.com/makingJavaGroovy
http://www.manning.com/makingJavaGroovy


about the cover illustration
The figure on the cover of Node.js in Action is captioned “Man about Town.” The illus-
tration is taken from a nineteenth-century edition of Sylvain Maréchal’s four-volume
compendium of regional dress customs published in France. Each illustration is finely
drawn and colored by hand. The rich variety of Maréchal’s collection reminds us viv-
idly of how culturally apart the world’s towns and regions were just 200 years ago. Iso-
lated from each other, people spoke different dialects and languages. Whether on city
streets, in small towns, or in the countryside, it was easy to identify where they lived
and what their trade or station in life was just by their dress.

 Dress codes have changed since then and the diversity by region and class, so rich
at the time, has faded away. It is now hard to tell apart the inhabitants of different con-
tinents, let alone different towns or regions. Perhaps we have traded cultural diversity
for a more varied personal life—certainly for a more varied and fast-paced technolog-
ical life.

 At a time when it is hard to tell one computer book from another, Manning cele-
brates the inventiveness and initiative of the computer business with book covers
based on the rich diversity of regional life of two centuries ago, brought back to life by
Maréchal’s pictures.
xx



Part 1

Node fundamentals

When learning a programming language or framework, you’ll often
encounter new concepts that require you to think about things in a new way.
Node is no exception, as it takes a new approach to a number of aspects of appli-
cation development.

 The first part of this book will outline exactly how Node is different from
other platforms and will teach the basics of its use. You’ll learn what applications
created in Node look like, how they’re organized, and how to deal with develop-
ment challenges specific to Node. What you learn in part 1 will give you the
foundation needed to learn how to create web applications in Node, detailed in
part 2, and how to create nonweb applications, discussed in part 3.
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In this example, the assumption is that the response for resource.json would be stored
in the data variable when it is ready and that the console.log function will not execute
until then. The I/O operation (the Ajax request) would “block” script execution from
continuing until ready. Because the browser is single-threaded, if this request took 400
ms to return, any other events happening on that page would wait until then before
execution. You can imagine the poor user experience if an animation was paused or
the user was trying to interact with the page somehow.

 Thankfully, that’s not the case. When I/O happens in the browser, it happens out-
side of the event loop (outside the main script execution) and then an “event” is emit-
ted when the I/O is finished,6 which is handled by a function (often called the
“callback”) as shown in figure 1.1.

 The I/O happens asynchronously and doesn’t “block” the script execution, allow-
ing the event loop to respond to whatever other interactions or requests are being
performed on the page. This enables the browser to be responsive to the client and to
handle a lot of interactivity on the page.

 Make a note of that, and let’s switch over to the server. 

6 Note that there are a few exceptions that “block” execution in the browser, and their use is typically discour-

$.post('/resource.json', function (data) {
    console.log(data);
})

Event loop
1. Ajax request made 
 for resource.json.

resource.json

2. User clicks; onclick event handled.

...waiting...

4. Finally, Ajax response for 
resource.json comes back 
and is handled in the callback. 

3. Another Ajax response 
 comes back.

Figure 1.1 An example of non-blocking I/O in the browser
aged: alert, prompt, confirm, and synchronous XHR.
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www.kegel.com/c10k.html
www.kegel.com/c10k.html
http://nodejs.org/about/


8 CHAPTER 1 Welcome to Node.js

This mix of event-driven and asynchronous models and the widely accessible
JavaScript language helps open up an exciting world of data-intensive real-time
applications. 

1.4 DIRTy applications
There actually is an acronym for the types of applications Node is designed for: DIRT.
It stands for data-intensive real-time applications. Because Node itself is very lightweight
on I/O, it’s good at shuffling or proxying data from one pipe to another. It allows a
server to hold a number of connections open while handling many requests and keep-
ing a small memory footprint. It’s designed to be responsive, like the browser.

 Real-time applications are a new use case of the web. Many web applications now
provide information virtually instantly, implementing things like online whiteboard
collaboration, real-time pinpointing of approaching public transit buses, and multi-
player games. Whether it’s existing applications being enhanced with real-time com-
ponents or completely new types of applications, the web is moving toward more
responsive and collaborative environments. These new types of web applications,
however, call for a platform that can respond almost instantly to a large number of
concurrent users. Node is good at this, and not just for web applications, but also for
other I/O-heavy applications.

 A good example of a DIRTy application written with Node is Browserling (brow-
serling.com, shown in figure 1.3). The site allows in-browser use of other browsers.
This is extremely useful to front-end web developers because it frees them from hav-

Figure 1.2 WebFaction 
Apache/NGINX benchmark
ing to install numerous browsers and operating systems solely for testing. Browserling
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leverages a Node-driven project called StackVM, which manages virtual machines
(VMs) created using the QEMU (Quick Emulator) emulator. QEMU emulates the CPU
and peripherals needed to run the browser.

 Browserling has VMs run test browsers and then relays the keyboard and mouse
input data from the user’s browser to the emulated browser which, in turn, streams
the repainted regions of the emulated browser and redraws them on the canvas of the
user’s browser. This is illustrated in figure 1.4.

Figure 1.3 Browserling: interactive cross-browser testing using Node.js

Browserling.com
Emulated 
browser 
(QEMU)

Node.jsWebSocket
HTML5 canvas

User’s mouse and keyboard events 

Updated images in the form of data URls 

1  In the browser, the user's mouse and keyboard events are passed over 
WebSocket in real time to Node.js, which in turn passes them to the emulator.

2  The repainted regions of the emulated browser affected by the user interaction 
are streamed back though Node and WebSocket and drawn on the canvas in the browser.   

1

1

2

2

Figure 1.4 Browserling workflow
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1.5.1 Simple async example
In section 1.2, we looked at this Ajax example using jQuery:

$.post('/resource.json', function (data) {
console.log(data);

});

Let’s do something similar in Node, but instead we’ll use the filesystem (fs) module
to load resource.json from disk. Notice how similar the program is to the previous
jQuery example:

var fs = require('fs');
fs.readFile('./resource.json', function (er, data) {

console.log(data);
})

In this program, we read the resource.json file from disk. When all the data is read, an
anonymous function is called (a.k.a. the “callback”) containing the arguments er, if
any error occurred, and data, which is the file data.

 The process loops behind the scenes, able to handle any other operations that may
come its way until the data is ready. All the evented and async benefits we talked about
earlier are in play automatically. The difference here is that instead of making an Ajax
request from the browser using jQuery, we’re accessing the filesystem in Node to grab
resource.json. This latter action is illustrated in figure 1.5. 

Event loop

1. File request made 
 for resource.json.

resource.json

2. An event is triggered.

...waiting...

4. Finally, file data for 
resource.json comes 
back and is handled 
in the callback. 

3. Another I/O operation finishes.

var fs = require('fs');
fs.readFile('./resource.json', function (err, data) {
  console.log(data);
});
Figure 1.5 An example of non-blocking I/O in Node
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1.5.2 Hello World HTTP server
A very common use case for Node is building servers. Node makes it very simple to
create different types of servers. This can feel odd if you’re used to having a server
host your application (such as a PHP application hosted on an Apache HTTP server).
In Node, the server and the application are the same. 

 Here’s an example of an HTTP server that simply responds to any request with
“Hello World”:

var http = require('http');
http.createServer(function (req, res) {

res.writeHead(200, {'Content-Type': 'text/plain'});
res.end('Hello World\n');

}).listen(3000);
console.log('Server running at http://localhost:3000/');

Whenever a request happens, the function (req, res) callback is fired and “Hello
World” is written out as the response. This event model is akin to listening to an
onclick event in the browser. A click could happen at any point, so you set up a func-
tion to perform some logic to handle that. Here, Node provides a function that
responds whenever a request happens. 

 Here’s another way to write this same server to make the request event even more
explicit:

var http = require('http');
var server = http.createServer();
server.on('request', function (req, res) {

res.writeHead(200, {'Content-Type': 'text/plain'});
res.end('Hello World\n');

})
server.listen(3000);
console.log('Server running at http://localhost:3000/');

1.5.3 Streaming data
Node is also huge on streams and streaming. You can think of streams as being like
arrays, but instead of having data distributed over space, streams can be thought of as
data distributed over time. By bringing data in chunk by chunk, the developer is given
the ability to handle that data as it comes in instead of waiting for it all to arrive before
acting. Here’s how you would stream resource.json:

var stream = fs.createReadStream('./resource.json')
stream.on('data', function (chunk) {

console.log(chunk)
})
stream.on('end', function () {

console.log('finished')
})

A data event is fired whenever a new chunk of data is ready, and an end event is fired
when all the chunks have been loaded. A chunk can vary in size, depending on the

Setting up an 
event listener 
for request

Data event fires 
when a new chunk 
is ready
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Let’s start with an application overview—you’ll see what the application will look like
and how it’ll behave when it’s completed.

2.1 Application overview
The application you’ll build in this chapter allows users to chat online with each other
by entering messages into a simple form, as shown in figure 2.1. A message, once
entered, is sent to all other users in the same chat room.

 When starting the application, a user is automatically assigned a guest name, but
they can change it by entering a command, as shown in figure 2.2. Chat commands
are prefaced with a slash (/).

Figure 2.1 Entering a message into the chat application
Figure 2.2 Changing one’s chat name
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Similarly, a user can enter a command to create a new chat room (or join it if it already
exists), as shown in figure 2.3. When joining or creating a room, the new room name
will be shown in the horizontal bar at the top of the chat application. The room will
also be included in the list of available rooms to the right of the chat message area.

 After the user changes to a new room, the system will confirm the change, as
shown in figure 2.4.

 While the functionality of this application is deliberately bare-bones, it showcases
important components and fundamental techniques needed to create a real-time web

Figure 2.3 Changing rooms

Figure 2.4 The results of 
changing to a new room
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Node can easily handle simultaneously serving HTTP and WebSocket using a single
TCP/IP port, as figure 2.5 depicts. Node comes with a module that provides HTTP
serving functionality. There are a number of third-party Node modules, such as
Express, that build upon Node’s built-in functionality to make web serving even easier.
We’ll go into depth about how to use Express to build web applications in chapter 8.
In this chapter’s application, however, we’ll stick to the basics.

 Now that you have a rough idea of the core technologies the application will use,
let’s start fleshing it out.

2.2.2 Creating the application file structure
To start constructing the tutorial application, create a project directory for it. The
main application file will go directly in this directory. You’ll need to add a lib subdi-
rectory, within which some server-side logic will be placed. You’ll need to create a pub-
lic subdirectory where client-side files will be
placed. Within the public subdirectory, cre-
ate a javascripts subdirectory and a stylesheets
directory.

 Your directory structure should now look
like figure 2.6. Note that while we’ve chosen
to organize the files in this particular way in
this chapter, Node doesn’t require you to
maintain any particular directory structure;
application files can be organized in any way
that makes sense to you.

Occurs only when user arrives
at the chat application website

Occurs repeatedly while user chats

Web browser

Node server

HTTP
request

HTTP
request

Web browser

Node server

WebSocket
data sent

WebSocket
data received

Figure 2.5 Handling HTTP and WebSocket within a single application

Need to install Node?
If you haven’t already installed Node, please head to appendix A now for instructions
for doing so. 

Figure 2.6 The skeletal project directory 
for the chat application
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Now that you’ve established a directory structure, you’ll want to specify the applica-
tion’s dependencies.

 An application dependency, in this context, is a module that needs to be installed to
provide functionality needed by the application. Let’s say, for example, that you were
creating an application that needed to access data stored using a MySQL database.
Node doesn’t come with a built-in module that allows access to MySQL, so you’d have
to install a third-party module, and this would be considered a dependency. 

2.2.3 Specifying dependencies
Although you can create Node applications without formally specifying dependencies,
it’s a good habit to take the time to specify them. That way, if you want others to use
your application, or you plan on running it in more than one place, it becomes more
straightforward to set up.

 Application dependencies are specified using a package.json file. This file is always
placed in an application’s root directory. A package.json file consists of a JSON expres-
sion that follows the CommonJS package descriptor standard (http://wiki.commonjs
.org/wiki/Packages/1.0) and describes your application. In a package.json file you can
specify many things, but the most important are the name of your application, the ver-
sion, a description of what the application does, and the application’s dependencies.

 Listing 2.1 shows a package descriptor file that describes the functionality and
dependencies of the tutorial application. Save this file as package.json in the root
directory of the tutorial application.

{
"name": "chatrooms",
"version": "0.0.1",
"description": "Minimalist multiroom chat server",
"dependencies": {

"socket.io": "~0.9.6",
"mime": "~1.2.7"

}
}

If the content of this file seems a bit confusing, don’t worry...you’ll learn more about
package.json files in the next chapter and, in depth, in chapter 14. 

2.2.4 Installing dependencies
With a package.json file defined, installing your application’s dependencies becomes
trivial. The Node Package Manager (npm; https://github.com/isaacs/npm) is a util-
ity that comes bundled with Node. It offers a great deal of functionality, allowing you
to easily install third-party Node modules and globally publish any Node modules you
yourself create. Another thing it can do is read dependencies from package.json files
and install each of them with a single command.

Listing 2.1 A package descriptor file

Name of package

Package dependencies
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SENDING FILE DATA AND ERROR RESPONSES

Next you need to add three helper functions used for serving static HTTP files. The
first will handle the sending of 404 errors when a file is requested that doesn’t exist.
Add the following helper function to server.js:

function send404(response) {
response.writeHead(404, {'Content-Type': 'text/plain'});
response.write('Error 404: resource not found.');
response.end();

}

The second helper function serves file data. The function first writes the appropriate
HTTP headers and then sends the contents of the file. Add the following code to
server.js:

function sendFile(response, filePath, fileContents) {
response.writeHead(

200,
{"content-type": mime.lookup(path.basename(filePath))}

);
response.end(fileContents);

}

index.html

chat_server.js

Server side
(Node.js)

Client side
(web browser)

server.js

style.css

chat.js

javascripts

stylesheets

public

lib

chat_ui.js
Figure 2.8 In this chat 
application, there’s both 
client-side and server-
side JavaScript logic.
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Accessing memory storage (RAM) is faster than accessing the filesystem. Because of
this, it’s common for Node applications to cache frequently used data in memory. Our
chat application will cache static files to memory, only reading them from disk the first
time they’re accessed. The next helper determines whether or not a file is cached and,
if so, serves it. If a file isn’t cached, it’s read from disk and served. If the file doesn’t
exist, an HTTP 404 error is returned as a response. Add this helper function to
server.js.

function serveStatic(response, cache, absPath) {
if (cache[absPath]) {

sendFile(response, absPath, cache[absPath]);
} else {

fs.exists(absPath, function(exists) {
if (exists) {

fs.readFile(absPath, function(err, data) {
if (err) {

send404(response);
} else {

cache[absPath] = data;
sendFile(response, absPath, data);

}
});

} else {
send404(response);

}
});

}
}

CREATING THE HTTP SERVER

For the HTTP server, an anonymous function is provided as an argument to create-
Server, acting as a callback that defines how each HTTP request should be handled.
The callback function accepts two arguments: request and response. When the call-
back executes, the HTTP server will populate these arguments with objects that,
respectively, allow you to work out the details of the request and send back a response.
You’ll learn about Node’s http module in detail in chapter 4. 

 Add the logic in the following listing to server.js to create the HTTP server.

var server = http.createServer(function(request, response) {
var filePath = false;

if (request.url == '/') {
filePath = 'public/index.html';

} else {
filePath = 'public' + request.url;

}

Listing 2.3 Serving static files

Listing 2.4 Logic to create an HTTP server

Check if file is 
cached in memory 

Serve file from memory

Check if file exists
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define 
per-request 
behavior

Determine HTML file to 
be served by default

Translate URL path 
to relative file path
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var absPath = './' + filePath;
serveStatic(response, cache, absPath);

});

STARTING THE HTTP SERVER

You’ve created the HTTP server in the code, but you haven’t added the logic needed
to start it. Add the following lines, which start the server, requesting that it listen on
TCP/IP port 3000. Port 3000 is an arbitrary choice; any unused port above 1024 would
work (a port under 1024 might also work if you’re running Windows or, if in Linux or
OS X, you start your application using a privileged user such as “root”).

server.listen(3000, function() {
console.log("Server listening on port 3000.");

});

If you’d like to see what the application can do at this point, you can start the server by
entering the following into your command-line prompt:

node server.js

With the server running, visiting http://127.0.0.1:3000 in your web browser will result
in the triggering of the 404 error helper, and the “Error 404: resource not found”
message will be displayed. Although you’ve added the static file–handling logic, you
haven’t added the static files themselves. A point to remember is that a running server
can be stopped by using Ctrl-C on the command line.

 Next, let’s move on to adding the static files necessary to get the chat application
more functional. 

2.3.2 Adding the HTML and CSS files
The first static file you’ll add is the base HTML. Create a file in the public directory
named index.html and place the HTML in listing 2.5 in it. The HTML will include a
CSS file, set up some HTML div elements in which application content will be dis-
played, and load a number of client-side JavaScript files. The JavaScript files provide
client-side Socket.IO functionality, jQuery (for easy DOM manipulation), and a couple
of application-specific files providing chat functionality.

<!doctype html>
<html lang='en'>

<head>
<title>Chat</title>
<link rel='stylesheet' href='/stylesheets/style.css'></link>

</head>

<body>
<div id='content'>

<div id='room'></div>

Listing 2.5 The HTML for the chat application

Serve static file 

div in which the 
current room name 
will be displayed
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<div id='room-list'></div>
<div id='messages'></div>

<form id='send-form'>
<input id='send-message' />
<input id='send-button' type='submit' value='Send'/>

<div id='help'>
Chat commands:
<ul>

<li>Change nickname: <code>/nick [username]</code></li>
<li>Join/create room: <code>/join [room name]</code></li>

</ul>
</div>

</form>
</div>

<script src='/socket.io/socket.io.js' type='text/javascript'></script>
<script src='http://code.jquery.com/jquery-1.8.0.min.js'
   �type='text/javascript'></script>
<script src='/javascripts/chat.js' type='text/javascript'></script>
<script src='/javascripts/chat_ui.js' type='text/javascript'></script>
</body>
</html>

The next file you need to add defines the application’s CSS styling. In the public/
stylesheets directory, create a file named style.css and put the following CSS code in it.

body {
padding: 50px;
font: 14px "Lucida Grande", Helvetica, Arial, sans-serif;

}

a {
color: #00B7FF;

}

#content {
width: 800px;
margin-left: auto;
margin-right: auto;

}

#room {
background-color: #ddd;
margin-bottom: 1em;

}

#messages {
width: 690px;
height: 300px;
overflow: auto;
background-color: #eee;
margin-bottom: 1em;
margin-right: 10px;

}

Listing 2.6 Application CSS
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ASSIGNING GUEST NAMES

The first helper function you need to add is assignGuestName, which handles the
naming of new users. When a user first connects to the chat server, the user is placed
in a chat room named Lobby, and assignGuestName is called to assign them a name to
distinguish them from other users.

 Each guest name is essentially the word Guest followed by a number that incre-
ments each time a new user connects. The guest name is stored in the nickNames vari-
able for reference, associated with the internal socket ID. The guest name is also
added to namesUsed, a variable in which names that are being used are stored. Add
the code in the following listing to lib/chat_server.js to implement this functionality.

function assignGuestName(socket, guestNumber, nickNames, namesUsed) {
var name = 'Guest' + guestNumber;
nickNames[socket.id] = name;
socket.emit('nameResult', {

success: true,
name: name

});
namesUsed.push(name);
return guestNumber + 1;

}

JOINING ROOMS

The second helper function you’ll need to add to chat_server.js is joinRoom. This
function, shown in listing 2.9, handles logic related to a user joining a chat room.

 Having a user join a Socket.IO room is simple, requiring only a call to the join
method of a socket object. The application then communicates related details to the
user and other users in the same room. The application lets the user know what other
users are in the room and lets these other users know that the user is now present.

function joinRoom(socket, room) {
socket.join(room);
currentRoom[socket.id] = room;
socket.emit('joinResult', {room: room});
socket.broadcast.to(room).emit('message', {

text: nickNames[socket.id] + ' has joined ' + room + '.'
});

var usersInRoom = io.sockets.clients(room);
if (usersInRoom.length > 1) {

var usersInRoomSummary = 'Users currently in ' + room + ': ';
for (var index in usersInRoom) {

var userSocketId = usersInRoom[index].id;
if (userSocketId != socket.id) {

if (index > 0) {
usersInRoomSummary += ', ';

}

Listing 2.8 Assigning a guest name

Listing 2.9 Logic related to joining a room
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usersInRoomSummary += nickNames[userSocketId];
}

}
usersInRoomSummary += '.';
socket.emit('message', {text: usersInRoomSummary});

}
}

HANDLING NAME-CHANGE REQUESTS

If every user just kept their guest name, it would be hard to remember who’s who.
For this reason, the chat application allows the user to request a name change. As fig-
ure 2.10 shows, a name change involves the user’s web browser making a request via
Socket.IO and then receiving a response indicating success or failure.

Add the code in the following listing to lib/chat_server.js to define a function that
handles requests by users to change their names. From the application’s perspective,
the users aren’t allowed to change their names to anything beginning with Guest or to
use a name that’s already in use.

function handleNameChangeAttempts(socket, nickNames, namesUsed) {
socket.on('nameAttempt', function(name) {

if (name.indexOf('Guest') == 0) {
socket.emit('nameResult', {

success: false,
message: 'Names cannot begin with "Guest".'

});
} else {

if (namesUsed.indexOf(name) == -1) {
var previousName = nickNames[socket.id];
var previousNameIndex = namesUsed.indexOf(previousName);
namesUsed.push(name);
nickNames[socket.id] = name;
delete namesUsed[previousNameIndex];

Listing 2.10 Logic to handle name-request attempts
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Figure 2.10 A name-change request and response
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socket.emit('nameResult', {
success: true,
name: name

});
socket.broadcast.to(currentRoom[socket.id]).emit('message', {

text: previousName + ' is now known as ' + name + '.'
});

} else {
socket.emit('nameResult', {

success: false,
message: 'That name is already in use.'

});
}

}
});

}

SENDING CHAT MESSAGES

Now that user nicknames are taken care of, you need to add a function that defines
how a chat message sent from a user is handled. Figure 2.11 shows the basic process:
the user emits an event indicating the room where the message is to be sent and the
message text. The server then relays the message to all other users in the same room.

 Add the following code to lib/chat_server.js. Socket.IO’s broadcast function is
used to relay the message:

function handleMessageBroadcasting(socket) {
socket.on('message', function (message) {

socket.broadcast.to(message.room).emit('message', {
text: nickNames[socket.id] + ': ' + message.text

});
});

}

Send error to client 
if name is already 
registered 

message event sent by
client with JSON data:

{
text: "Bob Dobbs: Hi all!"

}

{
 room: "Lobby",

text: "Hi all!"
}

message event sent by server
with JSON data:

Web browser A

Web browser B

Web browser C

Web browser D

Node server

Node server

Figure 2.11 Sending a chat message
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CREATING ROOMS

Next, you need to add functionality that allows a user to join an existing room or, if it
doesn’t yet exist, to create it. Figure 2.12 shows the interaction between the user and
the server.

 Add the following code to lib/chat_server.js to enable room changing. Note the
use of Socket.IO’s leave method:

function handleRoomJoining(socket) {
socket.on('join', function(room) {

socket.leave(currentRoom[socket.id]);
joinRoom(socket, room.newRoom);

});
}

HANDLING USER DISCONNECTIONS

Finally, you need to add the following logic to lib/chat_server.js to remove a user’s
nickname from nickNames and namesUsed when the user leaves the chat application:

function handleClientDisconnection(socket) {
socket.on('disconnect', function() {

var nameIndex = namesUsed.indexOf(nickNames[socket.id]);
delete namesUsed[nameIndex];
delete nickNames[socket.id];

});
}

With the server-side components fully defined, you’re now ready to further develop
the client-side logic. 

2.5 Using client-side JavaScript 
for the application’s user interface
Now that you’ve added server-side Socket.IO logic to dispatch messages sent from the
browser, it’s time to add the client-side JavaScript needed to communicate with the
server. Client-side JavaScript is needed to handle the following functionality:

join event sent by client with 
JSON data

{
room: "Bob's Room"

}

joinResult event sent by 
server with JSON data:

Web browser

Web browser

Node server

Node server

{
"newroom": "Bob's Room"

}

Figure 2.12 Changing to a different chat room





33Using client-side JavaScript for the application’s user interface

case 'nick':
words.shift();
var name = words.join(' ');
this.socket.emit('nameAttempt', name);
break;

default:
message = 'Unrecognized command.';
break;

}

return message;
};

2.5.2 Showing messages and available rooms in the user interface
Now it's time to start adding logic that interacts directly with the browser-based user
interface using jQuery. The first functionality you’ll add will be to display text data.

 In web applications there are, from a security perspective, two types of text data.
There’s trusted text data, which consists of text supplied by the application, and there’s
untrusted text data, which is text created by or derived from text created by users of the
application. Text data from users is considered untrusted because malicious users may
intentionally submit text data that includes JavaScript logic in <script> tags. This text
data, if displayed unaltered to other users, could cause nasty things to happen, such as
redirecting users to another web page. This method of hijacking a web application is
called a cross-site scripting (XSS) attack.

 The chat application will use two helper functions to display text data. One func-
tion will display untrusted text data, and the other function will display trusted text
data.

 The function divEscapedContentElement will display untrusted text. It will sanitize
text by transforming special characters into HTML entities, as shown in figure 2.13, so
the browser knows to display them as entered rather than attempting to interpret them
as part of an HTML tag.

 The function divSystemContentElement will display trusted content created by
the system rather than by other users.

Handle name-
change attempts

Return error 
message if 
command isn’t 
recognized 

Message is sanitized by
divEscapedContentElement
and placed in <div> element

<script>alert('XSS attack!');</script>

<div>&It;script&gt;alert('XSS attack!');&Lt:/script&gt;<div> Figure 2.13 Escaping 
untrusted content



34 CHAPTER 2 Building a multiroom chat application

In the public/javascripts directory, add a file named chat_ui.js and put the following
two helper functions in it:

function divEscapedContentElement(message) {
return $('<div></div>').text(message);

}

function divSystemContentElement(message) {
return $('<div></div>').html('<i>' + message + '</i>');

}

The next function you’ll append to chat_ui.js is for processing user input; it’s detailed
in the following listing. If user input begins with the slash (/) character, it’s treated as
a chat command. If not, it’s sent to the server as a chat message to be broadcast to
other users, and it’s added to the chat room text of the room the user’s currently in.

function processUserInput(chatApp, socket) {
var message = $('#send-message').val();
var systemMessage;

if (message.charAt(0) == '/') {
systemMessage = chatApp.processCommand(message);
if (systemMessage) {

$('#messages').append(divSystemContentElement(systemMessage));
}

} else {
chatApp.sendMessage($('#room').text(), message);
$('#messages').append(divEscapedContentElement(message));
$('#messages').scrollTop($('#messages').prop('scrollHeight'));

}

$('#send-message').val('');
}

Now that you’ve got some helper functions defined, you need to add the logic in the
following listing, which is meant to execute when the web page has fully loaded in the
user’s browser. This code handles client-side initiation of Socket.IO event handling.

var socket = io.connect();

$(document).ready(function() {
var chatApp = new Chat(socket);

socket.on('nameResult', function(result) {
var message;

if (result.success) {
message = 'You are now known as ' + result.name + '.';

} else {
message = result.message;

}
$('#messages').append(divSystemContentElement(message));

});

Listing 2.12 Processing raw user input

Listing 2.13 Client-side application initialization logic
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socket.on('joinResult', function(result) {
$('#room').text(result.room);
$('#messages').append(divSystemContentElement('Room changed.'));

});

socket.on('message', function (message) {
var newElement = $('<div></div>').text(message.text);
$('#messages').append(newElement);

});

socket.on('rooms', function(rooms) {
$('#room-list').empty();

for(var room in rooms) {
room = room.substring(1, room.length);
if (room != '') {

$('#room-list').append(divEscapedContentElement(room));
}

}

$('#room-list div').click(function() {
chatApp.processCommand('/join ' + $(this).text());
$('#send-message').focus();

});
});

setInterval(function() {
socket.emit('rooms');

}, 1000);

$('#send-message').focus();

$('#send-form').submit(function() {
processUserInput(chatApp, socket);
return false;

});
});

To finish the application off, add the final CSS styling code in the following listing to
the public/stylesheets/style.css file.

#room-list {
float: right;
width: 100px;
height: 300px;
overflow: auto;

}

#room-list div {
border-bottom: 1px solid #eee;

}

#room-list div:hover {
background-color: #ddd;

}

Listing 2.14 Final additions to style.css
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#send-message {
width: 700px;
margin-bottom: 1em;
margin-right: 1em;

}

#help {
font: 10px "Lucida Grande", Helvetica, Arial, sans-serif;

}

With the final code added, try running the application (using node server.js). Your
results should look like figure 2.14. 

2.6 Summary
You’ve now completed a small real-time web application using Node.js!

 You should have a sense of how the application is constructed and what the code is
like. If aspects of this example application are still unclear, don’t worry: in the follow-
ing chapters we’ll go into depth on the techniques and technologies used in this
example.

 Before you delve into the specifics of Node development, however, you’ll want to
learn how to deal with the unique challenges of asynchronous development. The next
chapter will teach you essential techniques and tricks that will save you a lot of time
and frustration.

Figure 2.14 The completed chat application
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in the included file affects the global scope. This means that any variables created and
functions declared in the included file risk overwriting those created and declared by
the application.

 Say you were programming in PHP; your application might contain the following
logic:

function uppercase_trim($text) {
return trim(strtoupper($text));

}

include('string_handlers.php');

If your string_handlers.php file also attempted to define an uppercase_trim function,
you’d receive the following error:

Fatal error: Cannot redeclare uppercase_trim()

In PHP you can avoid this by using namespaces, and Ruby offers similar functionality
through modules. Node, however, avoids this potential problem by not offering an easy
way to accidentally pollute the global namespace.

PHP NAMESPACES, RUBY MODULES PHP namespaces are discussed in the man-
ual at http://php.net/manual/en/language.namespaces.php. Ruby modules
are explained in the Ruby documentation: www.ruby-doc.org/core-1.9.3/
Module.html.

Node modules bundle up code for reuse, but they don’t alter global scope. Suppose,
for example, you were developing an open source content management system (CMS)
application using PHP, and you wanted to use a third-party API library that doesn’t use
namespaces. This library could contain a class with the same name as one in your
application, which would break your application unless you changed the class name
either in your application or the library. Changing the class name in your application,
however, could cause problems for other developers using your CMS as the basis of
their own projects. Changing the class name in the library would require you to
remember to repeat this hack each time you update the library in your application’s
source tree. Naming collisions are a problem best avoided altogether.

 Node modules allow you to select what functions and variables from the included
file are exposed to the application. If the module is returning more than one function
or variable, the module can specify these by setting the properties of an object called
exports. If the module is returning a single function or variable, the property module
.exports can instead be set. Figure 3.2 shows how this works.

 If this seems a bit confusing, don’t worry; we’ll run through a number of examples
in this chapter.

 By avoiding pollution of the global scope, Node’s module system avoids naming
conflicts and simplifies code reuse. Modules can then be published to the npm (Node
Package Manager) repository, an online collection of ready-to-use Node modules, and
shared with the Node community without those using the modules having to worry
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return roundTwoDecimals(canadian * canadianDollar);
}
exports.USToCanadian = function(us) {

return roundTwoDecimals(us / canadianDollar);
}

Note that only two properties of the exports object are set. This means only the two
functions, canadianToUS and USToCanadian, can be accessed by the application
including the module. The variable canadianDollar acts as a private variable that
affects the logic in canadianToUS and USToCanadian but can’t be directly accessed by
the application.

 To utilize your new module, use Node’s require function, which takes a path to
the module you wish to use as an argument. Node performs a synchronous lookup in
order to locate the module and loads the file’s contents.

In the next listing, which shows test-currency.js, you require the currency.js module. 

var currency = require('./currency');

console.log('50 Canadian dollars equals this amount of US dollars:');

console.log(currency.canadianToUS(50));

console.log('30 US dollars equals this amount of Canadian dollars:');

console.log(currency.USToCanadian(30));

Requiring a module that begins with ./ means that if you were to create your applica-
tion script named test-currency.js in a directory named currency_app, then your
currency.js module file, as represented visually in figure 3.4, would also need to exist
in the currency_app directory. When requiring, the .js extension is assumed, so you
can omit it if desired.

Listing 3.2 Requiring a module

USToCanadian function is 
also set in exports module

A note about require and synchronous I/O
require is one of the few synchronous I/O operations available in Node. Because
modules are used often and are typically included at the top of a file, having require
be synchronous helps keep code clean, ordered, and readable. 

But avoid using require in I/O-intensive parts of your application. Any synchronous
call will block Node from doing anything until the call has finished. For example, if
you’re running an HTTP server, you would take a performance hit if you used require
on each incoming request. This is typically why require and other synchronous oper-
ations are used only when the application initially loads. 

Path uses ./ to indicate that module exists 
within same directory as application script

Use currency module’s 
canadianToUS function

Use currency module’s 
USToCanadian function
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After Node has located and evaluated your module, the require function returns the
contents of the exports object defined in the module. You’re then able to use the two
functions returned by the module to do currency conversion.

 If you wanted to put the module into a subdirectory, such as lib, you could do so by
simply changing the line containing the require logic to the following:

var currency = require('./lib/currency');

Populating the exports object of a module gives you a simple way to group reusable
code in separate files. 

3.1.2 Fine-tuning module creation using module.exports
Although populating the exports object with functions and variables is suitable for
most module-creation needs, there will be times when you want a module to deviate
from this model.

 The currency converter module created earlier in this section, for example, could
be redone to return a single Currency constructor function rather than an object con-
taining functions. An object-oriented implementation could behave something like
the following:

var Currency = require('./currency');
var canadianDollar = 0.91;

var currency = new Currency(canadianDollar);
console.log(currency.canadianToUS(50));

Returning a function from require, rather than an object, will make your code more
elegant if it’s the only thing you need from the module.

 To create a module that returns a single variable or function, you might guess that
you simply need to set exports to whatever you want to return. But this won’t work,
because Node expects exports to not be reassigned to any other object, function, or
variable. The module code in the next listing attempts to set exports to a function.

currency_app

test-currency.js

currency.js

require('./currency');

Figure 3.4 When you put ./ at the 
beginning of a module require, Node will 
look in the same directory as the 
program file being executed.
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var Currency = function(canadianDollar) {
this.canadianDollar = canadianDollar;

}

Currency.prototype.roundTwoDecimals = function(amount) {
return Math.round(amount * 100) / 100;

}

Currency.prototype.canadianToUS = function(canadian) {
return this.roundTwoDecimals(canadian * this.canadianDollar);

}

Currency.prototype.USToCanadian = function(us) {
return this.roundTwoDecimals(us / this.canadianDollar);

}

exports = Currency;

In order to get the previous module code to work as expected, you’d need to replace
exports with module.exports. The module.exports mechanism enables you to
export a single variable, function, or object. If you create a module that populates
both exports and module.exports, module.exports will be returned and exports
will be ignored.

By using either exports or module.exports, depending on your needs, you can orga-
nize functionality into modules and avoid the pitfall of ever-growing application
scripts. 

3.1.3 Reusing modules using the node_modules folder
Requiring modules in the filesystem to exist relative to an application is useful for
organizing application-specific code, but isn’t as useful for code you’d like to reuse
between applications or share with others. Node includes a unique mechanism for

Listing 3.3 This module won’t work as expected

Incorrect; Node 
doesn’t allow exports 
to be overwritten

What really gets exported
What ultimately gets exported in your application is module.exports. exports is set
up simply as a global reference to module.exports, which initially is defined as an
empty object that you can add properties to. So exports.myFunc is just shorthand
for module.exports.myFunc. 

As a result, if exports is set to anything else, it breaks the reference between
module.exports and exports. Because module.exports is what really gets
exported, exports will no longer work as expected—it doesn’t reference module
.exports anymore. If you want to maintain that link, you can make module.exports
reference exports again as follows:

module.exports = exports = Currency;
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code reuse that allows modules to be required without knowing their location in the
filesystem. This mechanism is the use of node_modules directories.

 In the earlier module example, you required ./currency. If you omit the ./ and
simply require currency, Node will follow a number of rules, as specified in figure 3.5,
to search for this module.

 The NODE_PATH environmental variable provides a way to specify alternative loca-
tions for Node modules. If used, NODE_PATH should be set to a list of directories sepa-
rated by semicolons in Windows or colons in other operating systems. 

3.1.4 Caveats
While the essence of Node’s module system is straightforward, there are two things to
be aware of.

No

No

No

No

Yes

Yes

Yes

Yes

Start looking in the same 
directory as the program file.

Is the module 
a core module?

Return module.

Is module in node_modules
directory in the current directory?

Attempt to move to parent directory.

Does parent directory exist?

Does 
module exist in a directory 

specified by the NODE_MODULES
environment variable?

Throw exception.

Figure 3.5 Steps to finding a module
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First, if a module is a directory, the file in the module directory that will be evaluated
must be named index.js, unless specified otherwise by a file in the module directory
named package.json. To specify an alternative to index.js, the package.json file must
contain JavaScript Object Notation (JSON) data defining an object with a key named
main that specifies the path, within the module directory, to the main file. Figure 3.6
shows a flowchart summarizing these rules.

 Here’s an example of a package.json file specifying that currency.js is the main file:

{
"main": "./currency.js"

}

The other thing to be aware of is Node’s ability to cache modules as objects. If two
files in an application require the same module, the first require will store the data
returned in application memory so the second require won’t need to access and eval-
uate the module’s source files. The second require will, in fact, have the opportunity
to alter the cached data. This “monkey patching” capability allows one module to
modify the behavior of another, freeing the developer from having to create a new
version of it.

 The best way to get comfortable with Node’s module system is to play with it, verify-
ing the behavior described in this section yourself. 

 Now that you have a basic understanding of how modules work, let’s move on to
asynchronous programming techniques. 

Module directory
found

Contains
package.json file?

package.json file
contains a main

element?

File named by
main element

exists?

File named by
main element
defines module

Throw
exception

Does file named
index.js exist?

File index.js
defines module

Yes

Yes Yes No

YesNo

No

No

Figure 3.6 The package.json file, when placed in a module directory, allows you to 
define your module using a file other than index.js.
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The JSON file (titles.json), shown in the following listing, will be formatted as an array
of strings containing titles of posts.

[
"Kazakhstan is a huge country... what goes on there?",
"This weather is making me craaazy",
"My neighbor sort of howls at night"

]

The HTML template file (template.html), shown next, will include just a basic struc-
ture to insert the titles of the blog posts.

<!doctype html>
<html>

<head></head>
<body>

<h1>Latest Posts</h1>
<ul><li>%</li></ul>

</body>
</html>

The code that pulls in the JSON file and renders the web page is shown next
(blog_recent.js). The callback functions are displayed in bold.

var http = require('http');
var fs = require('fs');

http.createServer(function(req, res) {
if (req.url == '/') {

fs.readFile('./titles.json', function(err, data) {
if (err) {

console.error(err);
res.end('Server Error');

}

Listing 3.4 A list of post titles

Listing 3.5 A basic HTML template to render the blog titles

Listing 3.6 An example of the use of callbacks in a simple application

Figure 3.7 An HTML response 
from a web server that pulls titles 
from a JSON file and returns 
results as a web page

% will be replaced 
with title data

Create HTTP server 
and use callback to 
define response logic

Read JSON file and 
use callback to 
define what to do 
with its contents

If error occurs, log error 
and return “Server 
Error” to client
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else {
var titles = JSON.parse(data.toString());

fs.readFile('./template.html', function(err, data) {
if (err) {

console.error(err);
res.end('Server Error');

}
else {

var tmpl = data.toString();

var html = tmpl.replace('%', titles.join('</li><li>'));
res.writeHead(200, {'Content-Type': 'text/html'});
res.end(html);

}
});

}
});

}
}).listen(8000, "127.0.0.1");

This example nests three levels of callbacks:

http.createServer(function(req, res) { ...
fs.readFile('./titles.json', function (err, data) { ...

fs.readFile('./template.html', function (err, data) { ...

Three levels isn’t bad, but the more levels of callbacks you use, the more cluttered your
code looks, and the harder it is to refactor and test, so it’s good to limit callback nest-
ing. By creating named functions that handle the individual levels of callback nesting,
you can express the same logic in a way that requires more lines of code, but that could
be easier to maintain, test, and refactor. The following listing is functionally equivalent
to listing 3.6. 

var http = require('http');
var fs = require('fs');

var server = http.createServer(function (req, res) {
getTitles(res);

}).listen(8000, "127.0.0.1");

function getTitles(res) {
fs.readFile('./titles.json', function (err, data) {

if (err) {
hadError(err, res);

}
else {

getTemplate(JSON.parse(data.toString()), res);
}

})
}

function getTemplate(titles, res) {
fs.readFile('./template.html', function (err, data) {

Listing 3.7 An example of reducing nesting by creating intermediary functions

Parse data
from JSON

text
Read HTML template

and use callback
when it’s loaded

Send HTML 
page to user

Assemble HTML page
showing blog titles

Client request 
initially comes 
in here

Control is passed to getTitles

getTitles pulls 
titles and 
passes control 
to getTemplate

getTemplate reads 
template file and passes 
control to formatHtml
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if (err) {
hadError(err, res);

}
else {

formatHtml(titles, data.toString(), res);
}

})
}

function formatHtml(titles, tmpl, res) {
var html = tmpl.replace('%', titles.join('</li><li>'));
res.writeHead(200, {'Content-Type': 'text/html'});
res.end(html);

}

function hadError(err, res) {
console.error(err);
res.end('Server Error');

}

You can also reduce the nesting caused by if/else blocks with another common
idiom in Node development: returning early from a function. The following listing is
functionally the same but avoids further nesting by returning early. It also makes it
explicit that the function should not continue executing. 

var http = require('http');
var fs = require('fs');

var server = http.createServer(function (req, res)
getTitles(res);

}).listen(8000, "127.0.0.1");

function getTitles(res) {
fs.readFile('./titles.json', function (err, data) {

if (err) return hadError(err, res)
getTemplate(JSON.parse(data.toString()), res)

})
}

function getTemplate(titles, res) {
fs.readFile('./template.html', function (err, data) {

if (err) return hadError(err, res)
formatHtml(titles, data.toString(), res)

})
}

function formatHtml(titles, tmpl, res) {
var html = tmpl.replace('%', titles.join('</li><li>'));
res.writeHead(200, {'Content-Type': 'text/html'});
res.end(html);

}

function hadError(err, res) {
console.error(err)
res.end('Server Error')

}

Listing 3.8 An example of reducing nesting by returning early

formatHtml takes 
titles and template, 
and renders a response 
back to client

If an error occurs along 
the way, hadError logs 
error to console and 
responds to client with 
“Server Error”

Instead of creating an 
else branch, you 
return, because if an 
error occurred you 
don’t need to continue 
executing this function.
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